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RESUMEN:

El presente manual muestrá el uso de la librería de simulación óptica Kraken, esta ha sido desarrollada en el lenguaje python con la intención de proporcionar un nucleo para el trazado de rayos a traves de sistemas ópticos con una complejidad suficiente comp para ser utilizada en la resolución de problemas reales. La librería fue desarrollada bajo el paradigma de la programación orientada a objetos, esto le provee una gran funcionalidad
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# Introducción

Krakenes una herramienta para la simulación de sistemas ópticos, consta de una biblioteca desarrollada en el lenguaje de programación Python 3.0 y las librerías Numpy, PyVTK y PyVista lo cual le permite proveer de visualización tridimensional de los elementos ópticos. Esta herramienta se ha enfocado en el paradigma de la programación orientada a objetos, esto al parecer es de forma natural la que nos brinda una mayor simplicidad en la implementación de un sistema como se verá en este documento.

# Objetivos

El objetivo

# Prerrequisitos

La librería ha sido probada con los siguientes paquetes y versiones.

* Python '3.7.4'
* numpy '1.18.5'
* pyvista '0.25.3'
* pyvtk '0.5.18'
* vtk '8.2'
* csv '1.0'
* Colocar el directorio “library”, “Cat” y el archivo Kraken.py en la misma ruta donde está el código que se desea ejecutar.
* Todos los archivos incluidos que comienzan su nombre con la palabra ”***Ejemplo - -***” son ejemplos en los cuales se utilizan las funciones de la librería.

# Clases y atributos

La biblioteca se ha simplificado al grado de contar únicamente con dos clases de objetos par la definición de un sistema, estos son ***surf*** y ***system***, cuya aplicación se describe mas adelante en esta sección.

El objeto ***surf***, contiene toda la información relevante de toda interfaz óptica, de esta forma, toda interfaz óptica es un objeto de la clase surf, todas las interfaces, desde el plano objeto hasta el plano imagen contienen atributos de tamaño, forma, material u orientación.

|  |  |
| --- | --- |
| ***Tabla 1. Parámetros de una superficie*** | |
| surf.Name="" | Nombre del elemento, útil únicamente para diagrama 2D o identificación de rayos |
| surf.NamePos=(0,0) | Posición de la nota con el Nombre “Name” en el diagrama 2D |
| surf.Note="None" | Útil para notas del usuario en dicha superficie |
| surf.Rc = 9999999999.0 | Radio de curvatura paraxial en milímetros, |
| surf.Cylinder\_Rxy\_Ratio=1 | Razón entre el radio de curvatura axial y sagital, útil para lentes cilíndricas y toroides |
| surf.Axicon=0 | Simulación de axicones, para valores diferente de cero se genera un axicón con el ángulo introducido. |
| surf.Thickness=0.0 | Separación entre esta superficie y la siguiente superficie. |
| surf.Diameter = 1.0 | Diámetro exterior de la superficie. |
| surf.InDiameter=0.0 | Diámetro interno de la superficie, útil para elementos como un espejo primario con apertura central. |
| surf.k=0.0 | Constante de conicidad para superficies cónicas clásicas, k=0 para esférica, k=-1 para parábola, etc. |
| surf.DespX=0.0 | Desplazamiento de la superficie en el eje X,Y y Z (en milímetros) |
| surf.DespY=0.0 |
| surf.DespZ=0.0 |
| surf.TiltX=0.0 | Giro de la superficie en el eje X,Y y Z (en grados). |
| surf.TiltY=0.0 |
| surf.TiltZ=0.0 |
| surf.Order=0 | Define el orden de las trasformaciones, si el valor es 0 primero se realizan las traslaciones y después las rotaciones, si el valor es 1 entonces primero se realizan las rotaciones y después as traslaciones. |
| surf.AxisMove=1 | Define lo que ocurrirá con el eje óptico después de una transformación de coordenadas, si el valor es cero la transformación únicamente se realiza a la superficie en cuestión, si el valor es 1 entonces la transformación también afecta al eje óptico por lo tanto las demás superficies seguirán a transformación, si el valor es diferente, por ejemplo 2, entonces el eje óptico será afectado al doble, esto último es útil para espejos planos, ver ejemplo. |
| surf.Diff\_Ord=0.0 | Orden de difracción, convierte al elemento en una rejilla de difracción, el valor de radio de curvatura debe de omitirse para que sea una rejilla de difracción plana, puede utilizarse en transmisión o en refracción. |
| surf.Grating\_D=0.0 | Separación (micras) entre las líneas de la rejilla de difracción. |
| surf.Grating\_Angle=0.0 | Ángulo de las líneas de la rejilla en el plano de la superficie es decir al rededor del eje óptico. Esto es útil para simular dispersión cónica. |
| surf.ZNK=np.zeros(36) | Arreglo de tipo Numpy de 36 elementos que corresponden a los coeficientes de los polinomios de Zernike en la nomenclatura de Noll Ref. XXXXX. |
| surf.ShiftX=0 | Desplazamiento de la función del perfil de la superficie en el eje x o y, esto es útil por ejemplo para superficies fuera de eje como parábolas. |
| surf.ShiftY=0 |
| surf.Mask=0 | 0 non masked, 1 apperture, 2 Obstruction. |
| surf.Mask\_Shape=Objeto\_3D | Ejemplo: Objeto\_3D=pv.Disc(center=[0.0,0.0,0.0], inner=0, outer=0.001, normal=(0,0,1),r\_res=3,c\_res=3). |
| surf. AspherData =np.zeros(Arreglo) | Arreglo de coeficientes para superficie asferica |
| self.ExtraData=[f, coef] | Superficie creada por el usuario con una funcion de sagita dependiente de (x,y,V), donde V puede contener un arreglo de coeficientes utilizable por la funcion:  ﻿  -Se define la función de sagita  **def f(x,y,E):**  **DeltaX=E[0]\*np.rint(x/E[0])**  **DeltaY=E[0]\*np.rint(y/E[0])**  **x=x-DeltaX**  **y=y-DeltaY**  **s = np.sqrt((x \* x) + (y \* y))**  **c = 1.0 / E[1]**  **InRoot = 1 - (E[2] + 1.0) \* c \* c \* s \* s**  **z = (c \* s \* s / (1.0 + np.sqrt(InRoot)))**  **return z**  -Se definen los coeficientes si es necesario  **coef=[3.0, -3, 0]**  -Se le asigna la forma de la funcion a la superficie  **L1c.ExtraData=[f, coef]** |
| ﻿Surf.Error\_map= ﻿[X,Y,Z, SPACE] | Arga un mapa de error generado con un arreglo del tipo numpy para las coordenadas en X, yY y la altura en Z con un valor de espacio entre X,Y generado de la siguiente manera.  Ejemplo:  ﻿  def ErrorGen():  L=1000.  N=20.  hight=0.001  SPACE=2\*L/N  x = np.arange(-L, L+SPACE, SPACE)  y = np.arange(-L, L+SPACE, SPACE)  gx, gy = np.meshgrid(x, y)  R=np.sqrt((gx\*gx)+(gy\*gy))  arg=np.argwhere(R<L)  Npoints=np.shape(arg)[0]  X=np.zeros(Npoints)  Y=np.zeros(Npoints)    i=0  for [a,b] in arg:  X[i]= gx[a,b]  Y[i]= gy[a,b]    i=i+1    spa = 10000000  Z = hight\*(np.random.randint(-spa,spa,Npoints))/(spa\*2.0)  return [X,Y,Z, SPACE] |
| surf.Drawing=1 | 1 para que el elemento sea dibujado en el graficado 3D, 0 para omitir el dibujo del elemento. |
| surf.Color=[0,0,0] | Definir el color del elemento en el formato [1,1,1] |
| surf.Solid\_3d\_stl="None" | Ruta del objeto solido 3D en formato STL. |

El objeto ***system*** está pensado como un contenedor para todas las interfaces, este objeto contiene implementaciones para el trazado de rayos y para la obtención de distintos parámetros del rayo, los cuales son acumulativos a través de las superficies por las que el rayo atraviesa, las implementaciones públicas de ***system*** son mostradas a continuación.

***Para comprender la manera en que estos elementos son llamados ver: Ejemplo - -Doublet\_Lens\_CommandsSystem***

|  |  |
| --- | --- |
| ***Tabla 2. Parámetros para la comunicación con system*** | |
| system.Trace(pS, dC, wV) | Trace es la implementación principal del objeto ***system***, esta realiza el trazo de un rayo a través de todas las superficies que encuentre en su camino de forma secuencial. El rayo debe de ser definido por un punto de origen “pS”, los cosenos directores “dC” la longitud de onda “wV”. Ver ejemplos  pS = [1.0, 0.0, 0.0]  dC=[0.0,0.0,1.0]  wV=0.4 |
| system.NsTrace(pS, dC, wV) | Traza rayos de la misma forma que Trace, sin embargo, lo realiza de forma no secuencial, los parámetros del rayo se definen de la misma manera. |
| Prx=system.Parax(w) | Devuelve los sigientes calculos paraxiales accesibles tambien desde system:  ﻿Prx=SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD |
| system.disable\_inner | Habilita y deshabilita las aperturas centrales, esto es muy útil, por ejemplo, cuando se desea calcular un trazo de rayos sin el viñeteo de la apertura de un espejo primario. |
| system.enable\_inner | Plano principal posterior |
| system.SURFACE | Devuelve una lista del número de superficies por las que paso el rayo.  Devuelve una lista del nombre de superficies por las que paso el rayo, si no se agregó un nombre a las superficies entonces la lista aparecerá con campos vacíos. La colocación de nombre a las superficies es muy útil, por ejemplo, para identificar si un rayo ha tocado dicha superficie. |
| system.NAME |
| system.GLASS | Devuelve una lista de los materiales por los cuales el rayo ha atravesado. |
| system.XYZ | Devuelve las coordenadas ***[X,Y,Z]*** del rayo desde su origen hasta el plano imagen |
| system.S\_XYZ | Devuelve las coordenadas ***[X,Y,Z]*** del rayo desde su origen y en todas las superficies donde este rayo es originado, es decir, las coordenadas del plano imagen están exentas. |
| system.T\_XYZ | Devuelve las coordenadas ***[X,Y,Z]*** del rayo desde la primera superficie en la que interseca hasta el plano imagen. |
| system.OST\_XYZ | Devuelve las coordenadas ***[X,Y,Z]*** en las que intercepta un rayo a la superficie en el espacio de la interfaz, es decir, las coordenadas con respecto a un sistema de coordenadas en su vértice incluso si este vértice tiene una traslación o rotación. |
| system.DISTANCE | Devuelve una lista con las distancias recorridas por el rayo entre puntos de intersección. |
| system.OP | Devuelve una lista con los caminos ópticos recorridos por el rayo entre puntos de intersección, para esto se considera la dispersión del vidrio y la distancia entre los puntos de intersección. |
| system.TOP | Devuelve el camino óptico total del rayo desde la fuente hasta el último punto de intersección. |
| system.TOP\_S | Devuelve una lista acumulativa del camino óptico del rayo desde la fuente hasta el último punto de intersección. |
| system.ALPHA | Devuelve una lista con los coeficientes de absorción para los materiales en las superficies interceptadas considerando la longitud de onda, estos valores los obtiene del catálogo de materiales. |
| system.BULK\_TRANS | Devuelve una lista con la transmisión a través de todos los recorridos dentro del sistema, para esto se consideran los caminos ópticos y los coeficientes de absorción de los materiales. |
| system.S\_LMN | Devuelve una lista con los cosenos directores [***L,M***,***N]*** de las normales para los puntos de intersección de un rayo a través de todas las interfaces por las que pasa. |
| system.LMN | Devuelve una lista con los cosenos directores [***L,M***,***N]*** de un rayo incidente a través de todas las interfaces por las que atraviesa. |
| system.R\_LMN | Devuelve una lista con los cosenos directores [***L,M***,***N]*** de rayo resultante a través de todas las interfaces por las que atraviesa. |
| system.N0 | Índices de refracción antes y después de cada interfaz por las que el rayo atraviesa. Este índice es calculado con la dispersión del material y la longitud de onda del rayo en cuestión. |
| system.N1 | Devuelve una lista con los cosenos directores [***L,M***,***N]*** de rayo resultante a través de todas las interfaces por las que atraviesa. |
| system.WAV | Longitud de onda de rayo en cuestión, aunque el comando devuelve una lista todos los valores son iguales porque la longitud de onda es constante para un rayo, el tamaño de la lista indica únicamente el número de iteraciones con interfaces del sistema.  Devuelve una lista con los términos, ***L, M*** o ***N*** de los cosenos directores que definen las líneas de la rejilla de difracción sobre el plano. |
| system.G\_LMN |
| system.ORDER | Devuelve una lista con los órdenes de difracción asociados al rayo en cuestión. |
| system.GRATING | Distancia entre líneas de la rejilla de difracción. |
| system.RP | Devuelve una lista con los coeficientes de Fresnel de reflexión y transmisión para polarización S y P |
| system.RS | Distancia entre líneas de la rejilla de difracción. |
| system.TP | Devuelve una lista con los coeficientes de Fresnel de reflexión y transmisión para polarización S y P  Energía total transmitida o reflejada por elemento.  Energía total transmitida o reflejada total. |
| system.TS |
| system.TTBE |
| system.TT |
| system.targ\_surf(int) | Limita el trazado de rayos hasta la superficie definida (int) |
| system.flat\_surf(int) | Se define con el numero entero de la superficie que requiere hacerse plana, -1 para restaurar |
| system.disable\_inner() | Si alguna superficie del sistema tiene un agujero central este se deshabilita. |
| system.enable\_inner() | Si alguna superficie () tiene un agujero central deshabilitado este comando lo rehabilita. |

# Trabajando con la biblioteca

**Ejemplo: Ray**

﻿

|  |
| --- |
| **import** numpy **as** np  **import** Kraken **as** kn |

Todas las superficies son declaradas por separado, cada una con los parámetros posibles para una superficie están mostrados en la tabla 1.

|  |
| --- |
| **P\_Obj = kn.surf()**  **P\_Obj.Rc = 0.0**  **P\_Obj.Thickness = 0.1**  **P\_Obj.Glass = "AIR"**  **P\_Obj.Diameter = 30.0**    **P\_Obj2 = kn.surf()**  **P\_Obj2.Rc = 0.0**  **P\_Obj2.Thickness = 10**  **P\_Obj2.Glass = "AIR"**  **P\_Obj2.Diameter = 30.0**    **L1a = kn.surf()**  **L1a.Rc = 9.284706570002484E+001**  **L1a.Thickness = 6.0**  **L1a.Glass = "BK7"**  **L1a.Diameter = 30.0**  **L1a.Axicon = 0**    **L1b = kn.surf()**  **L1b.Rc = -3.071608670000159E+001**    **L1b.Thickness = 3.0**  **L1b.Glass = "F2"**  **L1b.Diameter = 30**    **L1c = kn.surf()**  **L1c.Rc = -7.819730726078505E+001**  **L1c.Thickness = 9.737604742910693E+001**  **L1c.Glass = "AIR"**  **L1c.Diameter = 30**    **P\_Ima = kn.surf()**  **P\_Ima.Rc = 0.0**  **P\_Ima.Thickness = 0.0**  **P\_Ima.Glass = "AIR"**  **P\_Ima.Diameter = 18.0**  **P\_Ima.Name = "Plano imagen"** |

Se carga la clase ***SigmaZ-Setup***, dentro de esta se establecerán los directorios de los catálogos de vidrios entre otras cosas, en futuras versiones con se podrán establecer diferentes configuraciones para un sistema lo cual puede tener utilidad. Por el momento cargaremos la configuración por defecto en la ***configuracion\_1***.

﻿ **configuracion\_1 = kn.Kraken\_setup()**

Se realiza un arreglo ***A*** con los elementos declarados para todas las superficies, posteriormente se crea un sistema óptico con todas las superficies contenidas en ***A*** y la ***configuracion\_1***, y finalmente se crea un contenedor para los rayos con ***Raykeeper***

|  |
| --- |
| **A = [P\_Obj, P\_Obj2, L1a, L1b, L1c, P\_Ima]**  **configuracion\_1 = kn.Kraken\_setup()**  **Doblete = kn.system(A, configuracion\_1)** |

Todo rayo tiene 3 parámetros, unas coordenadas de origen llamadas ***XYZ*** para este ejemplo, una dirección definida por cosenos directores, definidos a continuación como LMN, estos dos parámetros son arreglos con tres valores [x,y,z] y [l, m, n]. el tercer parámetro por definir es la longitud de onda, aquí expresada como ***w*** con un valor de 0.4μm.

|  |
| --- |
| **XYZ = [0, 14, 0]**  **tetha = 0.1**  **LMN = [0.0, np.sin(np.deg2rad(tetha)), -np.cos(np.deg2rad(tetha))]**  **W = 0.4** |

Se realiza el trazo del rayo atreves del sistema ***Doblete*** de la siguiente forma

**Doblete.Trace(XYZ, LMN, W)**

Es posible interrogar al sistema ***Doblete*** sobre lo que ha ocurrido con el rayo, la comunicación con el sistema Doblete se realiza con las llamadas mostradas en la tabla 2, por ejemplo, la palabra clave GLASS nos devuelve todos los vidrios por los que ha pasado el rayo y se utiliza de la siguiente forma.

**print(Doblete.GLASS)**

Devolviendo el siguiente arreglo ['BK7', 'F2', 'AIR', 'AIR']. Otro ejemplo es la solicitud de las coordenadas del rayo en todas las superficies, además podemos pedir os cosenos directores, para eso utilizaremos el comando ***XYZ*** y ***LMN*** de la siguiente forma:

**print(Doblete.XYZ)**

**print(Doblete.LMN)**

para lo cual obtenemos las siguientes salidas respectivamente:

|  |
| --- |
| Doblete.XYZ=[array([ 0., 10., 0.]), [0.0, 10.0, 10.54009083298281], [0.0, 9.85609739239213, 14.37575625216807], [0.0, 9.81741071793073, 18.381280697704405], [0.0, 0.05825657548273888, 116.37604742910693]] |
| Doblete.LMN=[array([0., 0., 1.]), array([ 0. , -0.03749061, 0.99929698]), array([ 0. , -0.00965788, 0.99995336]), array([ 0. , -0.09909831, 0.99507765])] |

Ambos resultados son arreglos del tipo Numpy, por lo tanto, podemos realizar las operaciones que deseemos con ellos directamente, por ejemplo, a continuación vemos la forma de los arreglos

**print(np.shape(Doblete.XYZ))**

**print(np.shape(Doblete.LMN))**

lo que nos regresa:

**np.shape(Doblete.XYZ) = (5, 3)**

**np.shape(Doblete.LMN) = (4, 3)**

Nótese que Doblete.XYZ contiene 5 arreglos de tres elementos (coordenadas x,y,z en el espacio tridimensional), mientras que Doblete.LMN solo contiene 4 elementos, esto es porque solo muestra los cosenos directores entre las superficies, es decir, si un sistema tiene 5 elementos desde el plano objeto hasta el plano imagen, entonces solo existen 4 segmentos de rayo entre superficies y por lo tanto solo 4 juegos de cosenos directores, ejemplificados a continuación con -> entre las superficies.

A=[P\_Obj -> L1a -> L1b -> L1c -> P\_Ima]

Después de realizar el trazo de un rayo con la opcion ***Trace*** podemos solicitar información a Doblete de la forma mencionada anteriormente, con esta información se pueden realizar graficas o distintos análisis, generalmente en necesario realizar un trazado con muchos rayos, para conservar los resultados para uno o más rayos tenemos el contenedor de rayos en la clase ***Raykeeper***, con la cual para el ejemplo de este documento creamos el objeto Rayos.

**Rayos = kn.raykeeper(Doblete)**

Una palabra clave de la clase Raykeeper es push(), con esta tomamos el rayo recién trazado dentro de Doblete de la siguiente forma, una ventaja de esto es que el objeto Doblete no tiene que guardar una memoria con todos los rayos que Tracemos, le dejamos esa tarea al contenedor de rayos, de esta forma podemos tener contenedores de rayos para diferentes circunstancias según deseemos, por ejemplo, podemos crear un contenedor para todos los rayos que trazaremos desde un campo y luego guardar en otro contenedor los rayos que vienen de un campo distinto, el usuario puede encontrar muchas utilidades para esta modalidad.

Cada rayo individual es guardado pasando al sistema en cuestión como parámetro al contenedor de la siguiente manera, esto se repite cada que un rayo es trazado.

**Rayos.push()**

También contamos con dos herramientas, Display2D y Display3D, estas realizan la gráfica del sistema, los parámetros de entrada son el sistema en si mismo y un contenedor de rayos, además recibe un parámetro para diferentes consideraciones en la gráfica.

Para graficas bidimensionales ***Display2D(System, Raykeeper, parámetro)*** donde el parámetro puede ser los números enteros 0 o 1 con lo que se indica si la gráfica será en el plano xz o yz.

Para graficas bidimensionales ***Display3D(System, Raykeeper, parámetro***) donde el parámetro puede ser los números enteros 0 al 2.

|  |  |
| --- | --- |
| 0 | para un despliegue de los elementos completos |
| 1 | para el despliegue con las superficies con un corte de ¼ |
| 2 | para el despliegue de secciones transversales. |

Para el ejemplo en este documento tendremos que remplazar ***System*** y ***Raykeeper*** por los objetos creados con ellos de la siguiente forma

**Display2D(Doblete,Rayos,0)**

Lo que genera la siguiente grafica desplegada en Matplotlib. Recordemos que solo guardamos un rayo en el contenedor, este se muestra en color azul, esto depende de la longitud de onda utilizada, es este caso al definir el rayo utilizamos W=0.4.

|  |
| --- |
| Gráfico  Descripción generada automáticamente |
|  |

Para realizar el despliegue tridimensional utilizaremos:

**Display3D(Doblete,Rayos,2)**

Con lo que se abrirá la siguiente ventana del visualizador

|  |
| --- |
|  |
|  |

Podemos almacenar varios rayos, por ejemplo, a continuación, se anida la creación del rayo, su trazo y su almacenado dentro de un siclo ***for***.

|  |
| --- |
| **for x in range(-10, 10):**  ***# Creamos un rayo paralelo al eje óptico y cambiamos la altura con "x" en el for***  **XYZ = [0.0, x, 0.0]**  **LMN =[0.0,0.0,1.0]**  **W=0.4**  ***# Trazamos el rayo***  **Doblete.Trace(XYZ, LMN,W)**  ***#Almacenamos el rayo***  **Rayos.push(Doblete)**    ***# Despliega sistema con todos los rayos***  **Display3D(Doblete,Rayos,2)** |

Con lo cual obtenemos todos los rayos

|  |
| --- |
|  |
| Despliegue 3D del sistema óptico con varios rayos |

El contenedor de rayos contiene una lista de conserva casi todos los parámetros que son accesibles en la clase ***System***, sin embargo, ahora, al contener varios rayos estos parámetros son arreglos de arreglos por lo que hay que tener ciertas consideraciones en cuenta.

Por defecto el contenedor rayos ***Raykeeper*** toma en cuenta todos los rayos que se guardan con la instrucción ***Raykeeper.push()***, es posible que algún rayo no llegue siquiera a entrar al sistema debido a su punto de origen o su dirección, de todas formas, el rayo es tomado y la información existente como el punto de origen, los cosenos directores y la longitud de onda, el resto de los datos estarán vacíos, esto también puede ser útil por ejemplo si queremos conocer las características de los rayos que ***no*** entran al sistema. Para conocer el número de rayos almacenados ***Raykeeper*** tiene una variable interna ***nrays*** que se puede llamar directamente de esta forma.

**print(Rayos.nrays) Resultado: 100**

Por lo tanto, tenemos en este ejemplo 100 posiciones con rayos sobre los cuales podemos solicitar información al contenedor a través de los parámetros mostrados en la tabla 3 (Columna central), estos tienen la misma información descrita en la Tabla 2 de la clase ***System***. estas llamadas al contenedor ***Raykeeper*** dependen del número de rayo definido por un valor entero ***[#]***. Si no se indica el número de rayo se obtiene el conjunto total de datos en arreglos del tipo Numpy. Como ya se ha mencionado existen rayos que no tocaron ninguna superficie, a los que si tocaron alguna superficie los llamamos rayos ***válidos*** y puede pedírsele al contenedor una lista la dirección de estos en la lista de rayos, esto se muestra a continuación.

**print(Rayos.valid())**

con lo que obtenemos la siguiente lista.

**[[25][26][27][28][29][30][31][32][33][34][35][36][37][38][39][40][41][42][43][44][45][46][47][48][49][50][51][52][53][54][55]]**

Podemos llamar ahora a la información del rayo usando estos valores y las palabras clave de la Tabla 3 (Columna central), sin embargo, al ejecutar la instrucción ***valid()*** de la línea 78 del ejemplo, se crea un nuevo juego de llamadas, están son las que se muestran en la Tabla 3 (columna derecha) estas son idénticas a las de la columna central, pero con el prefijo ***valid\_***, es importante aclarar que si no se ejecuta la instrucción ***valid()***. Las llamadas mostradas en la columna derecha estarán vacías por lo que si no se tiene este cuidado se obtendrán errores.

Los arreglos que se obtienen con este nuevo juego de llamadas contienen únicamente rayos válidos y ahora pueden utilizarse directamente pues se han eliminado en ellos los rayos vacíos, por lo tanto, la numeración estará desplazada según el número de espacios vacíos retirados. Dependiendo de la tarea que se desea realizar pudiese tener aplicación de un modo o el otro.

De la misma forma se crea un juego de llamadas para los rayos inválidos, como es de esperarse, solo se puede obtener la información del rayo inicial, estas llamadas aparecen en la Tabla 3 columna izquierda y está limitada a coordenadas de origen, dirección y longitud de onda. El prefijo para estas llamadas es ***invalid\_***.

|  |  |  |
| --- | --- | --- |
| Tabla 3. Atributos del contenedor ***Raykeeper*** | | |
| ***Todos los rayos*** | ***Rayos válidos*** | ***Rayos inválidos*** |
| Raykeeper.RayWave[#] | Raykeeper.valid\_RayWave[#] |  |
| Raykeeper.SURFACE[#] | Raykeeper.valid\_SURFACE[#] |  |
| Raykeeper.NAME[#] | Raykeeper.valid\_NAME[#] |  |
| Raykeeper.GLASS[#] | Raykeeper.valid\_GLASS[#] |  |
| Raykeeper.S\_XYZ) [#] | Raykeeper.valid\_S\_XYZ[#] |  |
| Raykeeper.T\_XYZ[#] | Raykeeper.valid\_T\_XYZ[#] |  |
| Raykeeper.XYZ[#] | Raykeeper.valid\_XYZ[#] | Raykeeper.invalid\_XYZ[#] |
| Raykeeper.OST\_XYZ[#] | Raykeeper.valid\_OST\_XYZ[#] |  |
| Raykeeper.S\_LMN[#] | Raykeeper.valid\_S\_LMN[#] |  |
| Raykeeper.LMN[#] | Raykeeper.valid\_LMN[#] | Raykeeper.invalid\_LMN[#] |
| Raykeeper.R\_LMN[#] | Raykeeper.valid\_R\_LMN[#] |  |
| Raykeeper.N0[#] | Raykeeper.valid\_N0[#] |  |
| Raykeeper.N1[#] | Raykeeper.valid\_N1[#] |  |
| Raykeeper.WAV[#] | Raykeeper.valid\_WAV[#] | Raykeeper.invalid\_WAV[#] |
| Raykeeper.G\_LMN[#] | Raykeeper.valid\_G\_LMN[#] |  |
| Raykeeper.ORDER[#] | Raykeeper.valid\_ORDER[#] |  |
| Raykeeper.GRATING[#] | Raykeeper.valid\_GRATING[#] |  |
| Raykeeper.DISTANCE[#] | Raykeeper.valid\_DISTANCE[#] |  |
| Raykeeper.OP[#] | Raykeeper.valid\_OP[#] |  |
| Raykeeper.TOP\_S[#] | Raykeeper.valid\_TOP\_S[#] |  |
| Raykeeper.TOP[#] | Raykeeper.valid\_TOP[#] |  |
| Raykeeper.ALPHA[#] | Raykeeper.valid\_ALPHA[#] |  |
| Raykeeper.BULK\_TRANS[#] | Raykeeper.valid\_BULK\_TRANS[#] |  |
| Raykeeper.RP[#] | Raykeeper.valid\_RP[#] |  |
| Raykeeper.RS[#] | Raykeeper.valid\_RS[#] |  |
| Raykeeper.TP[#] | Raykeeper.valid\_TP[#] |  |
| Raykeeper.TS[#] | Raykeeper.valid\_TS[#] |  |
| Raykeeper.TTBE[#] | Raykeeper.valid\_TTBE[#] |  |
| Raykeeper.TT[#] | Raykeeper.valid\_TT[#] |  |

Para borrar los rayos dentro de un ***Raykeeper*** se puede redefinir el contenedor, repitiendo su creación del contenedor, otra manera es utilizando la implementación interna ***clean***.

Rayos.clean()

# Herramienta pupilcalc

La apertura del sistema o como comúnmente es conocido “Aperture Stop” es el elemento que define la cantidad de luz que atraviesa por todo el sistema óptico, la imagen de la apertura del sistema producida por los elementos ópticos anteriores a ella es conocida como la pupila de entrada, la imagen de la pupila de entrada producida por todo el sistema es conocida como la pupila de salida. A diferencia de lo que primeramente se pudiese suponer, la pupila de entrada no necesariamente está definida por el primer elemento em ocasiones el elemento que define la cantidad de luz no es una superficie óptica sino un elemento mecánico.

En la siguiente figura se muestra un ejemplo de un “Apertura stop” en un elemento posterior a una lente, específicamente en la superficie 4. Además, en la figura se muestran dos campos distintos, ambos atraviesan igualmente esta apertura de forma idéntica, aquí surge un problema pues para generar rayos que cubran uniformemente la apertura del sistema se requeriría realizar un trazado de rayos hacia el plano objeto y con esto definir las propiedades del rayo para que atraviese dicha zona de la pupila, nótese en la figura que los campos tienen distintos orígenes, por lo tanto generar uno a uno los rayos puede ser una tarea complicada de realizarse calculándolos manualmente.
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Para facilitar la generación de rayos que atraviesan la pupila se tiene la herramienta pupilecalc, esta clase genera un objeto iterativo de la siguiente forma.

﻿

|  |
| --- |
| **W = 0.4**  **sup = 4**  **AperVal = 10**  **AperType = "EPD"**  **Pup = kn.pupilcalc(Doblete, sup, W, AperType, AperVal)** |

Donde *Doblete* es el sistema que generamos con la clase ***system***, *sup* es el numero de superficie que representa la apertura del sistema, en el ejemplo de la imagen esta es la superficie 4, y *W* es la longitud de onda para la cual se calculará la pupila de salida y de entrada.

El parámetro AperVal corresponde al Diametro de la pupila, mientras que el parámetro AperType puede tener dos valores deistintos “STOP” o “EPD” si definimos como “STOP” estamos indicando que la superficie definida en sup es la apertura del sistema, si la definimos como “EPD” estámos definiendo en fiametro de la pupila de entrada.

Para este caso donde al objeto se le ha llamado Pup, se obtienen los parámetros de las pupilas como se muestra en la siguiente tabla.

|  |  |
| --- | --- |
| **Atributos del objeto correspondientes a parámetros de la pupila** | |
| Radio pupila de entrada | Pup.RadPupInp |
| Posición pupila de entrada | Pup.PosPupInp |
| Radio pupila de salida | Pup.RadPupOut |
| Posición pupila de salida | Pup.PosPupOut |
| Posición pupila de salida respecto al plano focal | Pup.PosPupOutFoc |
| Orientación pupila de salida | Pup.DirPupSal |

La posición de la pupila es calculada incluso si el sistema cuenta con elementos desplazados e inclinados, en ese caso, esa pupila desplazada cobra relevancia en el calculo de las aberraciones del sistema.

Además de obtener estos parámetros, también puede generar patrones de rayos en la pupila, calculando los cosenos directores y las coordenadas de origen definiendo los parámetros.

|  |  |
| --- | --- |
| Generación de rayos automáticos en base a la pupila | |
| Pup.Samp=# | Numero entero para el muestreo de rayos en la pupila, valor por defecto 5 |
| Pup.Ptype=**"tipo de arreglo"** | **"rteta"** Genera un rayo a un ángulo de la pupila unitaria a una posición radial, el radio y el ángulo deben definirse de la forma:  **Pup.rad=n**  **Pup.teta=m**  Donde n es un numero flotante de 0-1 y teta es el ángulo de 0 a 360 |
| **"chief"** Rayo principal que pasa por el centro de la pupila |
| **"hexapolar",** Arreglo de rayos hexapolar |
| **"square"**, Arreglo de rayos rectangular |
| **"fanx"**, Arreglo lineal solo en el eje x |
| **"fany"**, Arreglo lineal solo en el eje y |
| **"fan"**, Arreglo lineal en los ejes x y |
| **"rand"**, Arreglo al azar |
| Pup.FieldType=**"height" o "angle"** | Define el tipo de campo, en términos de la altura del objeto a la distancia del plano objeto con el parámetro **"height"**, para rayos paralelos que llegan a la pupila desde el infinito se utiliza el parámetro **"angle"** |
| Pup.FieldY=#  Pup.FieldX=# | Valor del campo en milímetros o grados en el eje X y Y dependiendo de el tipo de campo que se ha elegido en FieldType |

Los atributos mostrados en la tabla anterior definen el tipo de rayos que deseamos, para obtener el arreglo de rayos lo único que debemos de hacer es trasladarlos de la pupila unitaria a la pupila real obteniendo los cosenos directores y las coordenadas de origen en forma de arreglos de la siguiente forma:

﻿

**x, y, z, L, M, N = Pup.Pattern2Field()**

Donde x,y,z son las coordenadas de origen y L,M,N son los cosenos directores del rayo, de esta forma nosotros podemos iterar entre ellos y realizar el trazo de rayos a través del sistema como se muestra en la siguiente ejemplo, donde el sistema se llama **Doblete** y el contenedor de rayos **Rayos**.

﻿

|  |
| --- |
| **for i in range(0, len(x)):**  **pSource\_0 = [x[i], y[i], z[i]]**  **dCos = [L[i], M[i], N[i]]**  **Doblete.Trace(pSource\_0, dCos, W)**  **Rayos.push()** |

Podemos también graficar los puntos de los rayos generados en el plano objeto, por ejemplo, en la siguiente imagen definimos un patrón “hexapolar”
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Podemos entonces generar el diagrama de manchas:
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Es importante señalar que, si se desean analizar diferentes campos, se deben de realizar arreglos para cada campo y también guardar el trazado de rayos en diferentes contenedores si no se desean combinar los resultados.

## Herramienta Parax

Realiza una serie de calculos paraxiales los cuales pueden ser llamados posteriormente desde system.

**Prx = Doblete.Parax(0.4)**

**SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD = Prx**

## Refacción Atmosferica en pupilcalc

Si FieldType es definido como “angle”, entonces, como los rayos vienen de infinito son muy apropiados para su utilización en telescopios. Es por eso que tambien se ha incluido una libreria de codigo habierto ***AstroAtmosphere*** que complemento del articulo: “Quantification of the expected residual dispersion of the MICADO Near-IR imaging instrument, van den Born & Jellema, 2020, MNRAS, DOI: [10.1093/mnras/staa1870](https://doi.org/10.1093/mnras/staa1870).”

Esta libreria realiza el calculo de la desviación de un rayo dependiendo de los parametros fisicos del observatorio, la longuitud de onda de referencia y de la distancia zenital. Pupilcalc utiliza esta liberia internamente para calcular la modificación que los rayos requieren. Esta función se configurará como parametro de Pupilcal como se muestra a continuación:

﻿

﻿

|  |
| --- |
| **Pup.AtmosRef = 1 *# 0 to disable, 1 to enable***  **Pup.T = 283.15 *# Temperature (k)***  **Pup.P = 101300 *# Atmospheric presure(Pa)***  **Pup.H = 0.5 *# Humidity (0 to 1)***  **Pup.xc = 400 *# CO2 (ppm)***  **Pup.lat = 31 *# Latitude (degrees)***  **Pup.h = 2800 *# Observatory height (meters)***  **Pup.l1 = 0.60169 *# Reference wavelenght micron***  **Pup.l2 = 0.50169 *# micron***  **Pup.z0 = 55.0 *# Zenith distance (degrees)*** |

A continuación se muestra un ejemplo utilizando un telescopio donde se generan 3 grupos de rayos, unicamente cambiando la longitud de onda entre ellos

﻿﻿

|  |
| --- |
| **W1 = 0.50169**  **Pup.l2 = W1**  **xa,ya,za,La,Ma,Na=Pup.Pattern2Field()**    **W2 = 0.60169**  **Pup.l2 = W2**  **xb,yb,zb,Lb,Mb,Nb=Pup.Pattern2Field()**    **W3 = 0.70169**  **Pup.l2 = W3**  **xc,yc,zc,Lc,Mc,Nc=Pup.Pattern2Field()** |

Se realiza entonces el trazado de rayos para los tres grupos y se almacenan en diferentes contenedores.

﻿

|  |
| --- |
| **for i in range(0,len(xa)):**  **pSource\_0 = [xa[i], ya[i], za[i]]**  **dCos=[La[i], Ma[i], Na[i]]**  **Telescopio.Trace(pSource\_0, dCos, W1)**  **Rayos1.push()**    **for i in range(0,len(xb)):**  **pSource\_0 = [xb[i], yb[i], zb[i]]**  **dCos=[Lb[i], Mb[i], Nb[i]]**  **Telescopio.Trace(pSource\_0, dCos, W2)**  **Rayos2.push()**    **for i in range(0,len(xc)):**  **pSource\_0 = [xc[i], yc[i], zc[i]]**  **dCos=[Lc[i], Mc[i], Nc[i]]**  **Telescopio.Trace(pSource\_0, dCos, W3)**  **Rayos3.push()** |

Como resultado de realizar los diagramas de manchas obtenemos la siguiente imagen en donde se puede ver una separación de aproximadamente 72μm entre las longitudes de onda extremas.

.

﻿

|  |
| --- |
| **X,Y,Z,L,M,N=Rayos1.pick(-1)**  **plt.plot(X\*1000.0,Y\*1000.0, 'x', c="b")**    **X,Y,Z,L,M,N=Rayos2.pick(-1)**  **plt.plot(X\*1000.0,Y\*1000.0, 'x', c="r")**    **X,Y,Z,L,M,N=Rayos3.pick(-1)**  **plt.plot(X\*1000.0,Y\*1000.0, 'x', c="g")** |

**![](data:image/png;base64,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)**

## Manejo del visor 3D

* Rotar la simulación en cualquier dirección, botón izquierdo del ratón
* Zoom, mover el ratón arriba y abajo oprimiendo el botón derecho del ratón
* Arrastrar la simulación, arrastrar oprimiendo botón izquierdo del ratón y oprimiendo la tecla SHIFT del teclado.

# Apendice - Ejemplos

La mejor manera de comprender el uso de la presente biblioteca es siguiendo los ejemplos incluidos en ella y que se listan a continuación, aedmás su codigo se muestra a continuación:

Examp-Axicon.py

Examp-Axicon\_And\_Cylinder.py

Examp-Diffraction\_Grating\_Reflection.py

Examp-Diffraction\_Grating\_Transmission.py

Examp-Doublet\_Lens-ParaxMatrix.py

Examp-Doublet\_Lens.py

Examp-Doublet\_Lens\_3Dcolor.py

Examp-Doublet\_Lens\_CommandsSystem.py

Examp-Doublet\_Lens\_Cylinder.py

Examp-Doublet\_Lens\_NonSec.py

Examp-Doublet\_Lens\_Pupil.py

Examp-Doublet\_Lens\_Pupil\_Seidel.py

Examp-Doublet\_Lens\_Tilt-Nulls.py

Examp-Doublet\_Lens\_Tilt.py

Examp-Doublet\_Lens\_Tilt\_non\_sec.py

Examp-Doublet\_Lens\_Zernike.py

Examp-ExtraShape\_Micro\_Lens\_Array.py

Examp-ExtraShape\_Radial\_Sine.py

Examp-ExtraShape\_XY\_Cosines.py

Examp-Flat\_Mirror\_45Deg.py

Examp-MultiCore.py

Examp-ParaboleMirror\_Shift.py

Examp-Perfect\_lens.py

Examp-Ray.py

Examp-Solid\_Object\_STL.py

Examp-Solid\_Object\_STL\_ARRAY.py

Examp-Sourse\_Distribution\_Function.py

Examp-Tel\_2M.py

Examp-Tel\_2M\_Error\_Map.py

Examp-Tel\_2M\_Pupila.py

Examp-Tel\_2M\_Spyder\_Spot\_Diagram.py

Examp-Tel\_2M\_Spyder\_Spot\_RMS.py

Examp-Tel\_2M\_Spyder\_Spot\_Tilt\_M2.py

Examp-Tel\_2M\_Atmospheric\_Refraction.py

Examp-Tel\_2M\_Wavefront\_Fitting.py

# Ejemplo - TEl 2M Pupila

***# !/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp TEl 2M Pupila"""**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0**

**P\_Obj.Thickness = 1000 + 3.452200000000000E+003**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 1.059E+003 \* 2.0**

**Thickness = 3.452200000000000E+003**

**M1 = kn.surf()**

**M1.Rc = -9.638000000004009E+003**

**M1.Thickness = -Thickness**

**M1.k = -1.077310000000000E+000**

**M1.Glass = "MIRROR"**

**M1.Diameter = 1.059E+003 \* 2.0**

**M1.InDiameter = 250 \* 2.0**

**M2 = kn.surf()**

**M2.Rc = -3.93E+003**

**M2.Thickness = Thickness + 1.037525880125084E+003**

**M2.k = -4.328100000000000E+000**

**M2.Glass = "MIRROR"**

**M2.Diameter = 3.365E+002 \* 2.0**

**M2.TiltY = 0.1**

**M2.TiltX = 0.1**

**M2.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Diameter = 300.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, M1, M2, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Telescopio = kn.system(A, configuracion\_1)**

**W = 0.4**

**sup = 1**

**AperVal = 2010**

**AperType = "EPD" *# "STOP"***

**Pup = kn.pupilcalc(Telescopio, sup, W, AperType, AperVal)**

**print("Radio pupila de entrada: ")**

**print(Pup.RadPupInp)**

**print("Posicion pupila de entrada: ")**

**print(Pup.PosPupInp)**

**print("Radio pupila de salida: ")**

**print(Pup.RadPupOut)**

**print("Posicion pupila de salida: ")**

**print(Pup.PosPupOut)**

**print("Posicion pupila de salida respecto al plano focal: ")**

**print(Pup.PosPupOutFoc)**

**print("Orientación pupila de salida")**

**print(Pup.DirPupSal)**

**[L, M, N] = Pup.DirPupSal**

**print(L, M, N)**

**TetX = np.rad2deg(np.arcsin(-M))**

**TetY = np.rad2deg(np.arcsin(L / np.cos(np.arcsin(-M))))**

**print(TetX, TetY)**

**print("---------------------------------------------------------------")**

**Pup.Samp = 10**

**Pup.Ptype = "hexapolar"**

**Pup.FieldY = 0.0**

**Pup.FieldType = "angle"**

**x, y, z, L, M, N = Pup.Pattern2Field()**

**Rayos = kn.raykeeper(Telescopio)**

**for i in range(0, len(x)):**

**pSource\_0 = [x[i], y[i], z[i]]**

**dCos = [L[i], M[i], N[i]]**

**W = 0.4**

**Telescopio.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Telescopio, Rayos, 2)**

**X, Y, Z, L, M, N = Rayos.pick(-1)**

**plt.figure(300)**

**plt.plot(X, Y, 'x')**

**plt.axis('square')**

**plt.show(block=False)**

|  |  |
| --- | --- |
|  |  |

# Ejemplo - Axicon

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Axicon"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 0**

**L1a.Thickness = 26.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1c = kn.surf()**

**L1c.Rc = 0**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Axicon = -35.0**

**L1c.ShiftY = 0**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**configuracion\_1 = kn.Kraken\_setup()**

**A = [P\_Obj, L1a, L1c, P\_Ima]**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

|  |  |
| --- | --- |
|  |  |
|  | |

# Ejemplo - Parabole Mirror Shift

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Parabole Mirror Shift"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Thickness = 1000.0**

**P\_Obj.Diameter = 300**

**P\_Obj.Drawing = 0**

**M1 = kn.surf()**

**M1.Rc = -2000.0**

**M1.Thickness = M1.Rc / 2**

**M1.k = -1.0**

**M1.Glass = "MIRROR"**

**M1.Diameter = 300**

**M1.ShiftY = 200**

**P\_Ima = kn.surf()**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 1600.0**

**P\_Ima.Drawing = 0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, M1, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Espejo = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Espejo)**

**tam = 5**

**rad = 150.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Espejo.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Espejo, Rayos, 0)**

|  |  |
| --- | --- |
|  |  |
|  | |

# Ejemplo - Doublet Lens Tilt

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Tilt"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.AxisMove = 1**

**L1a.TiltX = 1**

**L1a.DespY = 10.**

**L1b = kn.surf()**

**L1b.Rc = (-3.071608670000159E+001)**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = (-7.819730726078505E+001)**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Obj, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

**kn.display2d(Doblete, Rayos, 0)*# !/usr/bin/env python3***

|  |
| --- |
|  |
|  |

# Ejemplo - Tel 2M Error Map

***# -\*- coding: utf-8 -\*-***

**Examp Tel 2M Error Map"""**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import Kraken as kn**

**import time**

**def ErrorGen():**

**L = 1000.**

**N = 20.**

**hight = 0.001**

**SPACE = 2 \* L / N**

**x = np.arange(-L, L + SPACE, SPACE)**

**y = np.arange(-L, L + SPACE, SPACE)**

**gx, gy = np.meshgrid(x, y)**

**R = np.sqrt((gx \* gx) + (gy \* gy))**

**arg = np.argwhere(R < L)**

**Npoints = np.shape(arg)[0]**

**X = np.zeros(Npoints)**

**Y = np.zeros(Npoints)**

**i = 0**

**for [a, b] in arg:**

**X[i] = gx[a, b]**

**Y[i] = gy[a, b]**

**i = i + 1**

**spa = 10000000**

**Z = hight \* (np.random.randint(-spa, spa, Npoints)) / (spa \* 2.0)**

**return [X, Y, Z, SPACE]**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0**

**P\_Obj.Thickness = 3500**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 1.059E+003 \* 2.0**

**Thickness = 3.452200000000000E+003**

**M1 = kn.surf()**

**M1.Rc = -9.638000000004009E+003**

**M1.Thickness = -Thickness**

**M1.k = -1.077310000000000E+000**

**M1.Glass = "MIRROR"**

**M1.Diameter = 1.059E+003 \* 2.0**

**M1.InDiameter = 250 \* 2.0**

**M1.Error\_map = ErrorGen()**

**M2 = kn.surf()**

**M2.Rc = -3.93E+003**

**M2.Thickness = Thickness + 1.037525880125084E+003**

**M2.k = -4.328100000000000E+000**

**M2.Glass = "MIRROR"**

**M2.Diameter = 3.365E+002 \* 2.0**

**M2.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Diameter = 1000.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, M1, M2, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Telescopio = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Telescopio)**

**tam = 9**

**rad = 2100 / 2**

**tsis = len(A) - 1**

**start\_time = time.time()**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**print(i)**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Telescopio.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**print("--- %s seconds ---" % (time.time() - start\_time))**

**kn.display3d(Telescopio, Rayos, 2)**

**print(Telescopio.EFFL)**

**X, Y, Z, L, M, N = Rayos.pick(-1)**

**plt.plot(X, Y, 'x')**

**plt.xlabel('numbers')**

**plt.ylabel('values')**

**plt.title('Spot Diagram')**

**plt.axis('square')**

**plt.show()**

|  |  |
| --- | --- |
|  |  |
|  | |

# Ejemplo - Diffraction Grating Transmission

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Diffraction Grating Transmission"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**Dif\_Obj\_c1 = kn.surf()**

**Dif\_Obj\_c1.Rc = 0.0**

**Dif\_Obj\_c1.Thickness = 1**

**Dif\_Obj\_c1.Glass = "BK7"**

**Dif\_Obj\_c1.Diameter = 30.0**

**Dif\_Obj\_c1.Grating\_D = 1.0**

**Dif\_Obj\_c1.Diff\_Ord = 1.**

**Dif\_Obj\_c1.Grating\_Angle = 45.**

**Dif\_Obj\_c2 = kn.surf()**

**Dif\_Obj\_c2.Rc = 0.0**

**Dif\_Obj\_c2.Thickness = 10**

**Dif\_Obj\_c2.Glass = "AIR"**

**Dif\_Obj\_c2.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 5.513435044607768E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1b = kn.surf()**

**L1b.Rc = -4.408716526030626E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -2.246906271406796E+002**

**L1c.Thickness = 9.737871661422000E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Name = "Plano imagen"**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 300.0**

**A = [P\_Obj, Dif\_Obj\_c1, Dif\_Obj\_c2, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 0)**

|  |  |
| --- | --- |
|  |  |
|  | |

# Ejemplo - Flat Mirror 45 Deg

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Flat Mirror 45 Deg"""**

**import time**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import Kraken as kn**

**start\_time = time.time()**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**POS\_ESP = -40**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001 + POS\_ESP**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**Esp90 = kn.surf()**

**Esp90.Thickness = POS\_ESP**

**Esp90.Glass = "MIRROR"**

**Esp90.Diameter = 30.0**

**Esp90.Name = "Espejo a 90 grados"**

**Esp90.TiltX = 45.**

**Esp90.AxisMove = 2.**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 3.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, Esp90, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, config\_1)**

**Rayos1 = kn.raykeeper(Doblete)**

**Rayos2 = kn.raykeeper(Doblete)**

**Rayos3 = kn.raykeeper(Doblete)**

**RayosT = kn.raykeeper(Doblete)**

**tam = 10**

**rad = 10.0**

**tsis = len(A) - 1**

**for j in range(-tam, tam + 1):**

**for i in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos1.push()**

**RayosT.push()**

**W=0.5**

**Doblete.Trace(pSource\_0, dCos,W)**

**Rayos2.push()**

**RayosT.push()**

**W=0.6**

**Doblete.Trace(pSource\_0, dCos,W)**

**Rayos3.push()**

**RayosT.push()**

**kn.display3d(Doblete, RayosT, 2)**

**X, Y, Z, L, M, N = Rayos1.pick(-1)**

**plt.plot(X, Z, 'x')**

**X, Y, Z, L, M, N = Rayos2.pick(-1)**

**plt.plot(X, Z, 'x')**

**X, Y, Z, L, M, N = Rayos3.pick(-1)**

**plt.plot(X, Z, 'x')**

**plt.xlabel('numbers')**

**plt.ylabel('values')**

**plt.title('Spot Diagram')**

**plt.axis('square')**

**plt.show()**

|  |  |
| --- | --- |
|  |  |
|  | |

# Ejemplo - Doublet Lens Para xMatrix

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Para xMatrix"""**

**import time**

**import Kraken as kn**

**start\_time = time.time()**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 3.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, config\_1)**

**print("Calculando para cierta wave --------")**

**Prx = Doblete.Parax(0.4)**

**SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD = Prx**

**print(EFFL)**

**L1a.Rc = L1a.Rc + 1**

**Doblete.ResetData()**

**print("Calculando para cierta wave --------")**

**Prx = Doblete.Parax(0.4)**

**SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD = Prx**

**print(EFFL)**

**L1a.Rc = L1a.Rc + 1**

**Doblete.ResetData()**

**print("Calculando para cierta wave --------")**

**Prx = Doblete.Parax(0.4)**

**SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD = Prx**

**print(EFFL)**

**L1a.Rc = L1a.Rc + 1**

**Doblete.ResetData()**

**print("Calculando para cierta wave --------")**

**Prx = Doblete.Parax(0.4)**

**SistemMatrix, S\_Matrix, N\_Matrix, a, b, c, d, EFFL, PPA, PPP, CC, N\_Prec, DD = Prx**

**print(EFFL)**

|  |
| --- |
|  |
|  |

# Ejemplo - Doublet Lens Tilt Nulls

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Tilt Nulls"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 1**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 5.513435044607768E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.TiltX = 4**

**Null1\_L1a = kn.surf()**

**Null1\_L1a.Thickness = -L1a.Thickness**

**Null1\_L1a.Glass = "NULL"**

**Null1\_L1a.Diameter = L1a.Diameter**

**Null1\_L1a.TiltX = -L1a.TiltX**

**Null1\_L1a.Order = 1**

**Null2\_L1a = kn.surf()**

**Null2\_L1a.Thickness = L1a.Thickness**

**Null2\_L1a.Glass = "NULL"**

**Null2\_L1a.Diameter = L1a.Diameter**

**L1b = kn.surf()**

**L1b.Rc = -4.408716526030626E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -2.246906271406796E+002**

**L1c.Thickness = 9.737871661422000E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, Null1\_L1a, Null2\_L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Solid Objects STL ARRAY

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Solid Objects STL ARRAY"""**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import pyvista as pv**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Thickness = 5000.0**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 6.796727741707513E+002 \* 2.0**

**P\_Obj.Drawing = 0**

**FOV = 0.5**

**Ref\_esp = 0.8**

**Tf = 200 *# 40***

**A1 = Tf \* Tf**

**Conc = 800**

**Conc = Conc / 0.8**

**fpl = int(np.round(np.sqrt(Conc) / 2.0))**

**print("Numero de facetas por lado (Calculo 1)", (fpl \* 2.0) + 1.0)**

**print("Tamanio por lado(mm) ", Tf \* ((fpl \* 2.0) + 1.0))**

**n = fpl**

**FN = 1**

**focal = Tf \* (fpl \* 2.0 + 1.0) \* FN**

**print("Distancia focal(mm) ", focal)**

**sobredim = 2.0 \* focal \* np.tan(np.deg2rad(FOV / 2.0))**

**print("Sobredim (mm): ", sobredim)**

**Tf = Tf - sobredim**

**A2 = Tf \* Tf**

**RA = A1 / A2**

**Conc = Conc \* RA**

**print("Nuevo tamaño de las facetas: ", Tf)**

**fpl = int(np.round(np.sqrt(Conc) / 2.0))**

**print("Nuevo numero de facetas por lado (Calculo 2)", (fpl \* 2.0) + 1.0)**

**print("Tamanio por lado 2a (mm) ", Tf \* ((fpl \* 2.0) + 1.0))**

**n = fpl**

**Cx = Tf**

**Cy = Tf**

**Cz = 0**

**Lx = Tf**

**Ly = Tf**

**Lz = 1.0**

**element0 = pv.Cube(center=(0.0, 0.0, 0.0), x\_length=0.1, y\_length=0.1, z\_length=0.1, bounds=None)**

**for A in range(-n, n + 1):**

**for B in range(-n, n + 1):**

**Ty = 0.5 \* np.rad2deg(np.arctan2(Cx \* A, focal))**

**Tx = -0.5 \* np.rad2deg(np.arctan2(Cy \* B, focal))**

**element1 = pv.Cube(center=(0.0, 0.0, 0.0), x\_length=Lx, y\_length=Ly, z\_length=Lz, bounds=None)**

**element1.rotate\_x(Tx)**

**element1.rotate\_y(Ty)**

**v = [-Cx / 2.0, -Cy / 2.0, 0]**

**element1.translate(v)**

**v = [Cx \* A, Cy \* B, Cz]**

**element1.translate(v)**

**element0 = element0 + element1**

**element0.save("salida.stl")**

**direc = r"salida.stl"**

**objeto = kn.surf()**

**objeto.Diameter = 118.0 \* 2.0**

**objeto.Solid\_3d\_stl = direc**

**objeto.Thickness = -6000**

**objeto.Glass = "MIRROR"**

**objeto.TiltX = 0**

**objeto.TiltY = 0**

**objeto.DespX = 0**

**objeto.DespY = 0**

**objeto.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0**

**P\_Ima.Thickness = -1.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 2000.0**

**P\_Ima.Drawing = 1**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, objeto, P\_Ima]**

**configur = kn.Kraken\_setup()**

**Telescope = kn.system(A, configur)**

**Rays = kn.raykeeper(Telescope)**

**W = 0.633**

**tam = 25**

**rad = 5500.0**

**tsis = len(A) + 2**

**for j in range(-tam, tam + 1):**

**for i in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**Telescope.NsTrace(pSource\_0, dCos, W)**

**if np.shape(Telescope.NAME)[0] != 0:**

**if Telescope.NAME[-1] == "Plano imagen":**

**plt.plot(Telescope.Hit\_x[-1], Telescope.Hit\_y[-1], '.', c="g")**

**Rays.push()**

**plt.axis('square')**

**plt.show()**

**kn.display3d(Telescope, Rays, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Doublet Lens Cylinder

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Cylinder"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1b.TiltZ = 30**

**L1b.AxisMove = 0**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**L1c.Cylinder\_Rxy\_Ratio = 0**

**L1c.TiltZ = 45**

**L1c.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 1)**

|  |
| --- |
|  |
|  |
|  |
|  |
|  |

# Ejemplo - Doublet Lens NonSec

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens NonSec"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 0**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**P\_Obj2 = kn.surf()**

**P\_Obj2.Rc = 0.0**

**P\_Obj2.Thickness = 10**

**P\_Obj2.Glass = "AIR"**

**P\_Obj2.Diameter = 100.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "MIRROR"**

**P\_Ima.Diameter = 30.0**

**P\_Ima.Name = "Plano imagen"**

**P\_Ima.DespZ = 10**

**P\_Ima.TiltX = 6.**

**A = [P\_Obj, P\_Obj2, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 10**

**rad = 14.0**

**tsis = len(A) - 1**

**for nsc in range(0, 100):**

**for j in range(-tam, tam + 1):**

**x\_0 = (0 / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.NsTrace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Doublet Lens Zernike

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**"""Doublet Lens Zernike"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**import time**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 1**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 5.513435044607768E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1b = kn.surf()**

**L1b.Rc = -4.408716526030626E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -2.246906271406796E+002**

**L1c.Thickness = 9.737871661422000E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**Z = np.zeros(36)**

**Z[8] = 0.5**

**Z[9] = 0.5**

**Z[10] = 0.5**

**Z[11] = 0.5**

**Z[12] = 0.5**

**Z[13] = 0.5**

**Z[14] = 0.5**

**Z[15] = 0.5**

**L1c.ZNK = Z**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 12.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

**kn.display2d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |

# Ejemplo - Doublet Lens Tilt nonSec

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Tilt nonSec"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.AxisMove = 1**

**L1a.TiltX = 13.0**

**L1a.DespZ = 5.0**

**L1b = kn.surf()**

**L1b.Rc = (-3.071608670000159E+001)**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = (-7.819730726078505E+001)**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 1000.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Obj, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 30**

**rad = 18.0**

**tsis = len(A) - 1**

**for j in range(-tam, tam + 1):**

**i = 0**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.NsTrace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.NsTrace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.NsTrace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

|  |
| --- |
|  |
|  |

# Ejemplo - Extra Shape Radial Sine

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Extra Shape Radial Sine"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**P\_Obj.Drawing = 0**

**L1a = kn.surf()**

**L1a.Rc = 55.134**

**L1a.Thickness = 9.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1c = kn.surf()**

**L1c.Rc = -224.69**

**L1c.Thickness = 40**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**def f(x,y,E):**

**r=np.sqrt(x\*x+y\*y)**

**r=np.asarray(r)**

**H=2.0\*np.pi\*r/E[0]**

**z=np.sin(H) \* E[1]**

**return z**

**coef = np.zeros(36)**

**coef[0]=5**

**coef[1]=.5**

**ES = [f, coef]**

**L1c.ExtraData=ES**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 200.0**

**P\_Ima.Name = "Image plane"**

**A = [P\_Obj, L1a, L1c, P\_Ima]**

**Config\_1 = kn.Kraken\_setup()**

**Lens = kn.system(A, Config\_1)**

**Rays = kn.raykeeper(Lens)**

**Wav = 0.45**

**for i in range(-100, 100+1):**

**pSource = [0.0, i/10., 0.0]**

**dCos = [0.0, 0.0, 1.0]**

**Lens.Trace(pSource, dCos, Wav)**

**Rays.push()**

**kn.display3d(Lens, Rays, 2)**

**kn.display2d(Lens, Rays, 0)**

|  |
| --- |
|  |
|  |

# Ejemplo - Doublet Lens Pupil

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Pupil"""**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 100**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**P\_Obj.Name = "P Obj"**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001 - 40**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**pupila = kn.surf()**

**pupila.Rc = 30**

**pupila.Thickness = 40.**

**pupila.Glass = "AIR"**

**pupila.Diameter = 5**

**pupila.Name = "Ap Stop"**

**pupila.DespY = 0.**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 20.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, pupila, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, config\_1)**

**Rayos = kn.raykeeper(Doblete)**

**W = 0.4**

**sup = 4**

**AperVal = 10**

**AperType = "EPD"**

**Pup = kn.pupilcalc(Doblete, sup, W, AperType, AperVal)**

**print("Radio pupila de entrada: ")**

**print(Pup.RadPupInp)**

**print("Posición pupila de entrada: ")**

**print(Pup.PosPupInp)**

**print("Rádio pupila de salida: ")**

**print(Pup.RadPupOut)**

**print("Posicion pupila de salida: ")**

**print(Pup.PosPupOut)**

**print("Posicion pupila de salida respecto al plano focal: ")**

**print(Pup.PosPupOutFoc)**

**print("Orientación pupila de salida")**

**print(Pup.DirPupSal)**

**[L, M, N] = Pup.DirPupSal**

**print(L, M, N)**

**Pup.Samp = 5**

**Pup.Ptype = "fan"**

**Pup.FieldType = "angle"**

**Pup.FieldY = 2.0**

**x, y, z, L, M, N = Pup.Pattern2Field()**

**for i in range(0, len(x)):**

**pSource\_0 = [x[i], y[i], z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**Pup.FieldY = -2.0**

**x, y, z, L, M, N = Pup.Pattern2Field()**

**for i in range(0, len(x)):**

**pSource\_0 = [x[i], y[i], z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Tel 2M Wavefront Fitting

***# !/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Tel 2M Wavefront Fitting"""**

**import os**

**import sys**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import Kraken as kn**

**from PhaseCalc import Phase**

**currentDirectory = os.getcwd()**

**sys.path.insert(1, currentDirectory + '/library')**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0**

**P\_Obj.Thickness = 1000 + 3.452200000000000E+003**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 1.059E+003 \* 2.0**

**Thickness = 3.452200000000000E+003**

**M1 = kn.surf()**

**M1.Rc = -9.638000000004009E+003**

**M1.Thickness = -Thickness**

**M1.k = -1.077310000000000E+000**

**M1.Glass = "MIRROR"**

**M1.Diameter = 1.059E+003 \* 2.0**

**M1.InDiameter = 250 \* 2.0**

**M1.TiltY = 0.0**

**M1.TiltX = 0.0**

**M1.AxisMove = 0**

**M2 = kn.surf()**

**M2.Rc = -3.93E+003**

**M2.Thickness = Thickness + 1037.525880**

**M2.k = -4.328100000000000E+000**

**M2.Glass = "MIRROR"**

**M2.Diameter = 3.365E+002 \* 2.0**

**M2.TiltY = 0.0**

**M2.TiltX = 0.0**

**M2.DespY = 0.0**

**M2.DespX = 0.0**

**M2.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Diameter = 300.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, M1, M2, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Telescopio = kn.system(A, configuracion\_1)**

**W = 0.4**

**sup = 1**

**Samp = 10**

**Ptype = "hexapolar"**

**FieldY = 0.1**

**FieldX = 0.0**

**FieldType = "angle"**

**AperType = "STOP"**

**fieldType = "angle"**

**AperVal = 2100.**

**Z, X, Y, P2V = Phase(Telescopio, sup, W, AperType, AperVal, configuracion\_1, Samp, Ptype, FieldY, FieldX, FieldType)**

**NC = 38**

**A = np.ones(NC)**

**z\_coeff, MatNotation, w\_rms, fitt\_error = kn.Zernike\_Fitting(X, Y, Z, A)**

**A = np.abs(z\_coeff)**

**Zeros = np.argwhere(A > 0.0001)**

**AA = np.zeros\_like(A)**

**AA[Zeros] = 1**

**A = AA**

**z\_coeff, MatNotation, w\_rms, fitt\_error = kn.Zernike\_Fitting(X, Y, Z, A)**

**print("Peak to valley: ", P2V)**

**for i in range(0, NC):**

**print("z ", i + 1, " ", "{0:.6f}".format(float(z\_coeff[i])), " : ", MatNotation[i])**

**print("RMS: ", "{:.4f}".format(float(w\_rms)), " Error del ajuste: ", fitt\_error)**

**z\_coeff[0] = 0**

**print("RMS to chief: ", np.sqrt(np.sum(z\_coeff \* z\_coeff)))**

**z\_coeff[1] = 0**

**z\_coeff[2] = 0**

**print("RMS to centroid: ", np.sqrt(np.sum(z\_coeff \* z\_coeff)))**

**RR = kn.raykeeper(Telescopio)**

**Pup = kn.pupilcalc(Telescopio, sup, W, AperType, AperVal)**

**Pup.FieldX = FieldX**

**Pup.FieldY = FieldY**

**x, y, z, L, M, N = Pup.Pattern2Field()**

**for i in range(0, len(x)):**

**pSource\_0 = [x[i], y[i], z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Telescopio.Trace(pSource\_0, dCos, W)**

**RR.push()**

**kn.display3d(Telescopio, RR, 2)**

**X, Y, Z, L, M, N = RR.pick(-1)**

**plt.plot(X, Y, 'x')**

**plt.xlabel('numbers')**

**plt.ylabel('values')**

**plt.title('spot Diagram')**

**plt.axis('square')**

**plt.show()**

|  |
| --- |
|  |
|  |

# Ejemplo - Doublet Lens Commands System

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Commands System"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 0.1**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.**

**P\_Obj2 = kn.surf()**

**P\_Obj2.Rc = 0.0**

**P\_Obj2.Thickness = 10**

**P\_Obj2.Glass = "AIR"**

**P\_Obj2.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 18.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, P\_Obj2, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**pSource\_0 = [0, 14, 0]**

**tet = 0.1**

**dCos = [0.0, np.sin(np.deg2rad(tet)), -np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

**print("Distancia focal efectiva")**

**print(Doblete.EFFL)**

**print("Plano principal anterior")**

**print(Doblete.PPA)**

**print("Plano principal posterior")**

**print(Doblete.PPP)**

**print("Superficies tocadas por el rayo")**

**print(Doblete.SURFACE)**

**print("Nombre de la superficie")**

**print(Doblete.NAME)**

**print("Vidrio de la superficie")**

**print(Doblete.GLASS)**

**print("Coordenadas del rayo en las superficies")**

**print(Doblete.XYZ)**

**print("Etc, ver documentaciòn")**

**print(Doblete.S\_XYZ)**

**print(Doblete.T\_XYZ)**

**print(Doblete.OST\_XYZ)**

**print(Doblete.DISTANCE)**

**print(Doblete.OP)**

**print(Doblete.TOP)**

**print(Doblete.TOP\_S)**

**print(Doblete.ALPHA)**

**print(Doblete.S\_LMN)**

**print(Doblete.LMN)**

**print(Doblete.R\_LMN)**

**print(Doblete.N0)**

**print(Doblete.N1)**

**print(Doblete.WAV)**

**print(Doblete.G\_LMN)**

**print(Doblete.ORDER)**

**print(Doblete.GRATING)**

**print(Doblete.RP)**

**print(Doblete.RS)**

**print(Doblete.TP)**

**print(Doblete.TS)**

**print(Doblete.TTBE)**

**print(Doblete.TT)**

**print(Doblete.BULK\_TRANS)**

# Ejemplo - Doublet Lens 3D color

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens 3D color"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1a.Color = [.8, .7, .4]**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1b.Color = [.7, .4, .4]**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 1)**

|  |
| --- |
|  |
|  |

# Ejemplo - Extra Shape XY Cosines

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Extra Shape XY Cosines"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 55.134\*0**

**L1a.Thickness = 9.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1c = kn.surf()**

**L1c.Thickness = 40**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**def f(x,y,E):**

**r = np.sqrt((x \* x) + (y \* y \* 0))**

**H=2.0\*np.pi\*r/E[0]**

**zx=np.abs(np.cos(H) \* E[1])**

**r = np.sqrt((x \* x \* 0) + (y \* y))**

**H=2.0\*np.pi\*r/E[0]**

**zy=np.abs(np.cos(H) \* E[1])**

**return zx+zy**

**coef=[10.0,1.]**

**L1c.ExtraData=[f, coef]**

**L1c.Res=1**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 300.0**

**P\_Ima.Name = "Image plane"**

**A = [P\_Obj, L1a, L1c, P\_Ima]**

**Config\_1 = kn.Kraken\_setup()**

**Lens = kn.system(A, Config\_1)**

**Rays = kn.raykeeper(Lens)**

**Wav = 0.45**

**for i in range(-100, 100+1):**

**pSource = [0.0, i/10., 0.0]**

**dCos = [0.0, 0.0, 1.0]**

**Lens.Trace(pSource, dCos, Wav)**

**Rays.push()**

**kn.display3d(Lens, Rays, 2)**

**kn.display2d(Lens, Rays, 0)**

|  |
| --- |
|  |
|  |

# Ejemplo - Tel 2M Spyder Spot Diagram

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Tel 2M Spyder Spot Diagram"""**

**import os**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Thickness = 2.000000000000000E+003**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 6.796727741707513E+002 \* 2.0**

**P\_Obj.Drawing = 0**

**M1 = kn.surf()**

**M1.Rc = -6.06044E+003**

**M1.Thickness = -1.774190000000000E+003 + 1.853722901194000E+000**

**M1.k = -1.637E+000**

**M1.Glass = "MIRROR"**

**M1.Diameter = 6.63448E+002 \* 2.0**

**M1.InDiameter = 228.6 \* 2.0**

**M1.DespY = 0.0**

**M1.TiltX = 0.0000**

**M1.AxisMove = 1**

**M2 = kn.surf()**

**M2.Rc = -6.06044E+003**

**M2.Thickness = -M1.Thickness**

**M2.k = -3.5782E+001**

**M2.Glass = "MIRROR"**

**M2.Diameter = 2.995730651164167E+002 \* 2.0**

**ED0 = np.zeros(20)**

**ED0[2] = 4.458178314555000E-018**

**M2.AspherData = ED0**

**Vertex = kn.surf()**

**Vertex.Thickness = 130.0**

**Vertex.Glass = "AIR"**

**Vertex.Diameter = 600.0**

**Vertex.Drawing = 0**

**currentDirectory = os.getcwd()**

**direc = r"Prisma.stl"**

**objeto = kn.surf()**

**objeto.Diameter = 118.0 \* 2.0**

**objeto.Solid\_3d\_stl = direc**

**objeto.Thickness = 600**

**objeto.Glass = "BK7"**

**objeto.TiltX = 55**

**objeto.TiltY = 0**

**objeto.TiltZ = 45**

**objeto.DespX = 0**

**objeto.DespY = 0**

**objeto.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0**

**P\_Ima.Thickness = 100.0**

**P\_Ima.Glass = "BK7"**

**P\_Ima.Diameter = 500.0**

**P\_Ima.Drawing = 1**

**A = [P\_Obj, M1, M2, Vertex, objeto, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Telescope = kn.system(A, configuracion\_1)**

**Rays = kn.raykeeper(Telescope)**

**W = 0.633**

**tam = 5**

**rad = 6.56727741707513E+002**

**tsis = len(A) + 2**

**for gg in range(0, 10):**

**for j in range(-tam, tam + 1):**

***# j=0***

**for i in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

***# print("-...............")***

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.633**

**Telescope.NsTrace(pSource\_0, dCos, W)**

**Rays.push()**

**kn.display3d(Telescope, Rays, 0)**

**print(Telescope.EFFL)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Doublet Lens Pupil Seidel

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Doublet Lens Pupil Seidel"""**

**import Kraken as kn**

**import numpy as np**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 100**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**P\_Obj.Name = "P Obj"**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "N-BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001 - 40**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**pupila = kn.surf()**

**pupila.Rc = 0**

**pupila.Thickness = 40.**

**pupila.Glass = "AIR"**

**pupila.Diameter = 15.0**

**pupila.Name = "Ap Stop"**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 20.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, pupila, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, config\_1)**

**W = 0.6**

**sup = 4**

**AperVal = 3**

**AperType = "EPD"**

**field = 3.25**

**fieldType = "angle"**

**AB = kn.Seidel(Doblete, sup, W, AperType, AperVal, field, fieldType)**

**print( AB[0][0])**

**print(np.sum(AB[1][0]), np.sum(AB[1][1]), np.sum(AB[1][2]), np.sum(AB[1][3]), np.sum(AB[1][4]))**

**j=1**

**print( AB[0][0+j])**

**print(np.sum(AB[1+j][0]), np.sum(AB[1+j][1]), np.sum(AB[1+j][2]), np.sum(AB[1+j][3]), np.sum(AB[1+j][4]))**

**j=2**

**print( AB[0][0+j])**

**print(np.sum(AB[1+j][0]), np.sum(AB[1+j][1]), np.sum(AB[1+j][2]), np.sum(AB[1+j][3]), np.sum(AB[1+j][4]))**

**j=3**

**print( AB[0][0+j])**

**print(np.sum(AB[1+j][0]), np.sum(AB[1+j][1]), np.sum(AB[1+j][2]), np.sum(AB[1+j][3]), np.sum(AB[1+j][4]))**

**Pup = kn.pupilcalc(Doblete, sup, W, AperType, AperVal)**

**Pup.Samp = 25**

**Pup.Ptype = "fan"**

**Pup.FieldY = field**

**x, y, z, L, M, N = Pup.Pattern2Field()**

**Rayos = kn.raykeeper(Doblete)**

**for i in range(0, len(x)):**

**pSource\_0 = [x[i], y[i], z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Diffraction Grating Reflection

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Diffraction Grating Reflection"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 5.513435044607768E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1b = kn.surf()**

**L1b.Rc = -4.408716526030626E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -2.246906271406796E+002**

**L1c.Thickness = 9.737871661422000E+001 - 50.0**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**Dif\_Obj = kn.surf()**

**Dif\_Obj.Rc = 0.0**

**Dif\_Obj.Thickness = -50**

**Dif\_Obj.Glass = "MIRROR"**

**Dif\_Obj.Diameter = 30.0**

**Dif\_Obj.Grating\_D = 1.0**

**Dif\_Obj.Diff\_Ord = 1**

**Dif\_Obj.Grating\_Angle = 45.0**

**Dif\_Obj.Surface\_type = 1**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Name = "Plano imagen"**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 300.0**

**P\_Ima.Drawing = 0**

**A = [P\_Obj, L1a, L1b, L1c, Dif\_Obj, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display2d(Doblete, Rayos, 1)**

|  |
| --- |
|  |
|  |

# Ejemplo - -2M-STL\_ImageSlicer.py

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**"""**

**Ejemplo - -2M-STL\_ImageSlicer.py**

**"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**import scipy**

**import os**

**A1=1**

**if A1==0:**

**P\_Obj=kn.surf()**

**P\_Obj.Rc=0**

**P\_Obj.Thickness=1000+3.452200000000000E+003**

**P\_Obj.Glass="AIR"**

**P\_Obj.Diameter=1.059E+003\*2.0**

**Thickness=3.452200000000000E+003**

**M1=kn.surf()**

**M1.Rc=-9.638000000004009E+003**

**M1.Thickness=-Thickness**

**M1.k=-1.077310000000000E+000**

**M1.Glass="MIRROR"**

**M1.Diameter=1.059E+003\*2.0**

**M1.InDiameter=250\*2.0**

**M2=kn.surf()**

**M2.Rc=-3.93E+003**

**M2.Thickness=Thickness+1.037525880125084E+003**

**M2.k=-4.328100000000000E+000**

**M2.Glass="MIRROR"**

**M2.Diameter=3.365E+002\*2.0**

**M2.AxisMove=0**

**P\_Image\_A=kn.surf()**

**P\_Image\_A.Diameter=10.0**

**P\_Image\_A.Glass="AIR"**

**P\_Image\_A.Thickness=10**

**P\_Image\_A.Name="Image plane Tel"**

**P\_Image\_A.DespZ=-100.0**

**A=[P\_Obj,M1,M2,P\_Image\_A]**

**configuracion\_1=kn.Kraken\_setup()**

**Telescopio=kn.system(A,configuracion\_1)**

**Rayos=kn.raykeeper(Telescopio)**

***# Gaussian***

**def f(x):**

**x=np.rad2deg(x)**

**seing=1.2/3600.0**

**sigma=seing/2.3548**

**mean = 0**

**standard\_deviation = sigma**

**y=scipy.stats.norm(mean, standard\_deviation)**

**res=y.pdf(x)**

**return res**

**Sun = kn.SourceRnd()**

**Sun.field=4\*1.2/(2.0\*3600.0)**

**Sun.fun = f**

**Sun.dim = 2100**

**Sun.num = 100000**

**L, M, N, X, Y, Z = Sun.rays()**

**Xr=np.zeros\_like(L)**

**Yr=np.zeros\_like(L)**

**Zr=np.zeros\_like(L)**

**Lr=np.zeros\_like(L)**

**Mr=np.zeros\_like(L)**

**Nr=np.zeros\_like(L)**

**NM=np.zeros\_like(L)**

**con=0**

**con2=0**

**W = 0.6**

**for i in range(0,Sun.num):**

**if con2==10:**

**print(100.\*i/Sun.num)**

**con2=0**

**pSource\_0 = [X[i], Y[i], Z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Telescopio.Trace(pSource\_0, dCos, W)**

**x,y,z=Telescopio.XYZ[-1]**

**l,m,n=Telescopio.LMN[-1]**

**Xr[con]=x**

**Yr[con]=y**

**Zr[con]=z**

**Lr[con]=l**

**Mr[con]=m**

**Nr[con]=n**

**if Telescopio.NAME[-1]=="Image plane Tel":**

**NM[con]=i**

**else:**

**NM[con]=-1**

**con=con+1**

**con2=con2+1**

***# Rayos.push()***

**args=np.argwhere(NM!=-1)**

**X=Xr[args]**

**Y=Yr[args]**

**Z=Zr[args]**

**L=Lr[args]**

**M=Mr[args]**

**N=Nr[args]**

**W=W\*np.ones\_like(N)**

**Rays=np.hstack((X,Y,Z,L,M,N,W))**

**outfile="savedRays.npy"**

**np.save(outfile, Rays)**

***################################################################***

**else:**

**P\_Obj=kn.surf()**

**P\_Obj.Rc=0**

**P\_Obj.Thickness=100.+0.5**

**P\_Obj.Glass="AIR"**

**P\_Obj.Diameter=10**

**currentDirectory = os.getcwd()**

**direc = r"Jherrera-ImageSlicerBW-00.stl"**

**P\_ImageSlicer=kn.surf()**

**P\_ImageSlicer.Diameter=10.0**

**P\_ImageSlicer.Glass="BK7"**

**P\_ImageSlicer.Name="Image slicer"**

**P\_ImageSlicer.Solid\_3d\_stl = direc**

**P\_ImageSlicer.Thickness = 13**

**P\_ImageSlicer.TiltX=180.0**

**P\_ImageSlicer.DespX=-0.55**

**P\_ImageSlicer.DespY=-0.03**

**P\_ImageSlicer.AxisMove=0**

**P\_Ima=kn.surf()**

**P\_Ima.Diameter=10.0**

**P\_Ima.Glass="AIR"**

**P\_Ima.Name="Plano imagen"**

**A=[P\_Obj, P\_ImageSlicer, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**ImageSlicer = kn.system(A,configuracion\_1)**

**Rayos=kn.raykeeper(ImageSlicer)**

**outfile="savedRays.npy"**

**R=np.load(outfile)**

**print(np.shape(R))**

**X,Y,Z,L,M,N,W=R[:,0],R[:,1],R[:,2],R[:,3],R[:,4],R[:,5],R[:,6]**

**nrays=2000**

**Xr=np.zeros(nrays)**

**Yr=np.zeros(nrays)**

**Zr=np.zeros(nrays)**

**Lr=np.zeros(nrays)**

**Mr=np.zeros(nrays)**

**Nr=np.zeros(nrays)**

**NM=np.zeros(nrays)**

**con=0**

**con2=0**

**for i in range(0,nrays):**

**if con2==10:**

**print(100.\*i/nrays)**

**con2=0**

**pSource\_0 = [X[i], Y[i], Z[i]\*0]**

**dCos = [L[i], M[i], N[i]]**

**ImageSlicer.NsTrace(pSource\_0, dCos, W[i])**

**x,y,z=ImageSlicer.XYZ[-1]**

**l,m,n=ImageSlicer.LMN[-1]**

**Xr[con]=x**

**Yr[con]=y**

**Zr[con]=z**

**Lr[con]=l**

**Mr[con]=m**

**Nr[con]=n**

**AA=ImageSlicer.SURFACE**

**AA=np.asarray(AA)**

**AW=np.argwhere(AA==1)**

**if ImageSlicer.NAME[-1]=="Plano imagen" and len(AW)<10 and ImageSlicer.TT<0.9:**

***# and ImageSlicer.TT<0.9 and ImageSlicer.TT>0.4***

**NM[con]=i**

**Rayos.push()**

**else:**

**NM[con]=-1**

**con=con+1**

**con2=con2+1**

**args=np.argwhere(NM!=-1)**

**X=Xr[args]**

**Y=Yr[args]**

**Z=Zr[args]**

**L=Lr[args]**

**M=Mr[args]**

**N=Nr[args]**

**W=W\*np.ones\_like(N)**

***###################***

**plt.plot(X, Y, '.', c="r", markersize=1)**

***# axis labeling***

**plt.xlabel('x')**

**plt.ylabel('y')**

***# figure name***

**plt.title('Dot Plot')**

**plt.axis('square')**

**plt.show()**

***# Rays.push()***

**kn.display3d(ImageSlicer, Rayos, 0)**

|  |  |
| --- | --- |
|  |  |
|  |  |

# Ejemplo - -Tel\_2M\_Atmospheric\_Refraction\_Corrector.py

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**"""**

**Created on Sun Aug 2 12:04:14 2020**

**Ejemplo - -Tel\_2M\_Atmospheric\_Refraction\_Corrector.py**

**@author: joelherreravazquez**

**"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**import time**

**P\_Obj=kn.surf()**

**P\_Obj.Rc=0**

**P\_Obj.Thickness=1000+3.452200000000000E+003**

**P\_Obj.Glass="AIR"**

**P\_Obj.Diameter=1.059E+003\*2.0**

**Thickness=3.452200000000000E+003**

**M1=kn.surf()**

**M1.Rc=-9.638000000004009E+003**

**M1.Thickness=-Thickness**

**M1.k=-1.077310000000000E+000**

**M1.Glass="MIRROR"**

**M1.Diameter=1.059E+003\*2.0**

**M1.InDiameter=250\*2.0**

**M2=kn.surf()**

**M2.Rc=-3.93E+003**

**M2.Thickness=Thickness+1.037525880125084E+003**

**M2.k=-4.328100000000000E+000**

**M2.Glass="MIRROR"**

**M2.Diameter=3.365E+002\*2.0**

**M2.AxisMove=0**

**P\_Ima=kn.surf()**

**P\_Ima.Diameter=1000.0**

**P\_Ima.Glass="AIR"**

**P\_Ima.Name="Plano imagen"**

**A=[P\_Obj,M1,M2,P\_Ima]**

**configuracion\_1=kn.Kraken\_setup()**

**Telescopio=kn.system(A,configuracion\_1)**

**Rayos1=kn.raykeeper(Telescopio)**

**Rayos2=kn.raykeeper(Telescopio)**

**Rayos3=kn.raykeeper(Telescopio)**

**W = 0.4**

**sup = 1**

**AperVal = 2010**

**AperType = "EPD" *# "STOP"***

**Pup = kn.pupilcalc(Telescopio, sup, W, AperType, AperVal)**

**Pup.Samp=11**

**Pup.FieldType = "angle"**

**Pup.AtmosRef = 1**

**Pup.T = 283.15 *# k***

**Pup.P = 101300 *# Pa***

**Pup.H = 0.5 *# Humidity ratio 1 to 0***

**Pup.xc = 400 *# ppm***

**Pup.lat = 31 *# degrees***

**Pup.h = 2800 *# meters***

**Pup.l1 = 0.60169 *# micron***

**Pup.l2 = 0.50169 *# micron***

**Pup.z0 = 55.0 *# degrees***

**Pup.Ptype = "hexapolar"**

**Pup.FieldX = 0.0**

**W1 = 0.50169**

**Pup.l2 = W1**

**xa,ya,za,La,Ma,Na=Pup.Pattern2Field()**

**W2 = 0.60169**

**Pup.l2 = W2**

**xb,yb,zb,Lb,Mb,Nb=Pup.Pattern2Field()**

**W3 = 0.70169**

**Pup.l2 = W3**

**xc,yc,zc,Lc,Mc,Nc=Pup.Pattern2Field()**

***############################################***

**for i in range(0,len(xa)):**

**pSource\_0 = [xa[i], ya[i], za[i]]**

**dCos=[La[i], Ma[i], Na[i]]**

**Telescopio.Trace(pSource\_0, dCos, W1)**

**Rayos1.push()**

**for i in range(0,len(xb)):**

**pSource\_0 = [xb[i], yb[i], zb[i]]**

**dCos=[Lb[i], Mb[i], Nb[i]]**

**Telescopio.Trace(pSource\_0, dCos, W2)**

**Rayos2.push()**

**for i in range(0,len(xc)):**

**pSource\_0 = [xc[i], yc[i], zc[i]]**

**dCos=[Lc[i], Mc[i], Nc[i]]**

**Telescopio.Trace(pSource\_0, dCos, W3)**

**Rayos3.push()**

***############################################***

***# kn.display3d(Telescopio,Rayos,2)***

**X,Y,Z,L,M,N=Rayos1.pick(-1)**

**plt.plot(X\*1000.0,Y\*1000.0, 'x', c="b")**

**X,Y,Z,L,M,N=Rayos2.pick(-1)**

**plt.plot(X\*1000.0,Y\*1000.0, 'x', c="r")**

**X,Y,Z,L,M,N=Rayos3.pick(-1)**

**plt.plot(X\*1000.0,Y\*1000.0, 'x', c="g")**

***# axis labeling***

**plt.xlabel('x')**

**plt.ylabel('y')**

***# figure name***

**plt.title('Spot Diagram')**

**plt.axis('square')**

**plt.ylim(-np.pi, np.pi)**

**plt.show()**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - -Sourse\_Distribution\_Function

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**"""**

**Created on Sun Aug 2 12:04:14 2020**

**Ejemplo - -Sourse\_Distribution\_Function.py**

**"""**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import pyvista as pv**

**import scipy**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Thickness = 5000.0**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 6.796727741707513E+002 \* 2.0**

**P\_Obj.Drawing = 0**

***######################################################################################***

**objeto = kn.surf()**

**objeto.Rc=-12000**

**objeto.k=-1**

**objeto.Diameter=2500**

**objeto.Thickness = -6000**

**objeto.Glass = "MIRROR"**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0**

**P\_Ima.Thickness = -1.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 6000.0**

**P\_Ima.Drawing = 1**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, objeto, P\_Ima]**

**configur = kn.Kraken\_setup()**

**Telescope = kn.system(A, configur)**

**Rays = kn.raykeeper(Telescope)**

**W = 0.633**

**Sun = kn.SourceRnd()**

**Ejemplo - =4**

**if Ejemplo - == 0:**

***# Sun distribution***

**def f(x):**

**teta=x**

**FI=np.zeros\_like(teta)**

**Arg2=np.argwhere(teta>(4.65/1000.0))**

**FI=np.cos(0.326 \* teta)/np.cos(0.308\*teta)**

**Chi2=.03**

**k=0.9\* np.log(13.5\*Chi2)\*np.power(Chi2,-0.3)**

**r=(2.2\* np.log(0.52\*Chi2)\*np.power(Chi2,0.43))-1.0**

**FI[Arg2]= np.exp(k)\*np.power(teta[Arg2] \* 1.0e3 , r)**

**return FI**

**Sun.field =20\*np.rad2deg((4.65/1000.0))**

**if Ejemplo - == 1:**

***# Sinc cunction***

**def f(x):**

**Wh=0.025**

**r=(x\*90.0/0.025)\*np.pi**

**res=np.sin(r)/r**

**return res**

**Sun.field =0.025\*3**

**if Ejemplo - == 2:**

***#Flat***

**def f(x):**

**res=1**

**return res**

**Sun.field =1.2/(2.\*3600.)**

**if Ejemplo - == 3:**

***# Parabolic***

**def f(x):**

**r=(x\*90.0/0.025)**

**res=r\*\*2**

**return res**

**Sun.field =1.2/(2.\*3600.)**

**if Ejemplo - == 4:**

***# Gaussian (Seeing)***

**def f(x):**

**x=np.rad2deg(x)**

**seing=1.2/3600.0**

**sigma=seing/2.3548**

**mean = 0**

**standard\_deviation = sigma**

**y=scipy.stats.norm(mean, standard\_deviation)**

**res=y.pdf(x)**

**return res**

**Sun.field=4\*1.2/(2.0\*3600.0)**

**Sun.fun = f**

**Sun.dim = 3000**

**Sun.num = 100000**

**L, M, N, X, Y, Z = Sun.rays()**

**Xr=np.zeros\_like(L)**

**Yr=np.zeros\_like(L)**

**Nr=np.zeros\_like(L)**

**con=0**

**con2=0**

**for i in range(0,Sun.num):**

**if con2==10:**

**print(100.\*i/Sun.num)**

**con2=0**

**pSource\_0 = [X[i], Y[i], Z[i]]**

**dCos = [L[i], M[i], N[i]]**

**Telescope.Trace(pSource\_0, dCos, W)**

**Xr[con]=Telescope.Hit\_x[-1]**

**Yr[con]=Telescope.Hit\_y[-1]**

**Nr[con]=Telescope.SURFACE[-1]**

**con=con+1**

**con2=con2+1**

***#Rays.push()***

**args=np.argwhere(Nr==2)**

**plt.plot(Xr[args], Yr[args], '.', c="g", markersize=1)**

***# axis labeling***

**plt.xlabel('x')**

**plt.ylabel('y')**

***# figure name***

**plt.title('Dot Plot')**

**plt.axis('square')**

**plt.show()**

|  |  |
| --- | --- |
|  |  |
|  |  |
|  | |

# Ejemplo - Tel 2M Spyder Spot Tilt M2

***# Rays.push()***

***#kn.display3d(Telescope, Rays, 0)***

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Tel 2M Spyder Spot Tilt M2"""**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import pyvista as pv**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0**

**P\_Obj.Thickness = 1000**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 1.059E+003 \* 2.0**

**Spider = kn.surf()**

**Spider.Rc = 999999999999.0**

**Spider.Thickness = 3.452229924716749E+003 + 100.0**

**Spider.Glass = "AIR"**

**Spider.Diameter = 1.059E+003 \* 2.0**

**plane1 = pv.Plane(center=[0, 0, 0], direction=[0, 0, 1], i\_size=30, j\_size=2100, i\_resolution=10, j\_resolution=10)**

**plane2 = pv.Plane(center=[0, 0, 0], direction=[0, 0, 1], i\_size=2100, j\_size=30, i\_resolution=10, j\_resolution=10)**

**Baffle1 = pv.Disc(center=[0.0, 0.0, 0.0], inner=0, outer=875 / 2.0, normal=[0, 0, 1], r\_res=1, c\_res=100)**

**Baffle2 = Baffle1.boolean\_add(plane1)**

**Baffle3 = Baffle2.boolean\_add(plane2)**

**AAA = pv.MultiBlock()**

**AAA.append(plane1)**

**AAA.append(plane2)**

**AAA.append(Baffle1)**

**Spider.Mask\_Shape = AAA**

**Spider.Mask\_Type = 2**

**Spider.TiltZ = 0**

**Thickness = 3.452200000000000E+003**

**M1 = kn.surf()**

**M1.Rc = -9.638000000004009E+003**

**M1.Thickness = -Thickness**

**M1.k = -1.077310000000000E+000**

**M1.Glass = "MIRROR"**

**M1.Diameter = 1.059E+003 \* 2.0**

**M1.InDiameter = 250 \* 2.0**

**M2 = kn.surf()**

**M2.Rc = -3.93E+003**

**M2.Thickness = Thickness + 1.037535322418897E+003**

**M2.k = -4.328100000000000E+000**

**M2.Glass = "MIRROR"**

**M2.Diameter = 3.365E+002 \* 2.0**

**M2.TiltX = -9.657878504276254E-002**

**M2.DespY = -2.000000000000000E+000**

**M2.AxisMove = 0**

**P\_Ima = kn.surf()**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, Spider, M1, M2, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Telescopio = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Telescopio)**

**tam = 7**

**rad = 2200 / 2**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Telescopio.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Telescopio, Rayos, 2)**

**X, Y, Z, L, M, N = Rayos.pick(-1)**

**plt.plot(X, Y, 'x')**

**plt.xlabel('x')**

**plt.ylabel('y')**

**plt.title('Spot Diagram')**

**plt.axis('square')**

**plt.show()**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Axicon and Cylinder

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Axicon and Cylinder"""**

**import numpy as np**

**import Kraken as kn**

**configuracion\_1 = kn.Kraken\_setup()**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 0**

**L1a.Thickness = 26.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1c = kn.surf()**

**L1c.Rc = 0.**

**L1c.K = -1**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Axicon = (-35.0)**

**L1c.ShiftY = 0**

**L1c.Cylinder\_Rxy\_Ratio = 0**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1c, P\_Ima]**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**tam = 5**

**rad = 10.0**

**tsis = len(A) - 1**

**for i in range(-tam, tam + 1):**

**for j in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.5**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**W = 0.6**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 0)**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Extra Shape Micro Lens Array

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Extra Shape Micro Lens Array"""**

**import Kraken as kn**

**import numpy as np**

**import matplotlib.pyplot as plt**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 55.134\*0**

**L1a.Thickness = 2.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1c = kn.surf()**

**L1c.Thickness = 40**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**def f(x,y,E):**

**DeltaX=E[0]\*np.rint(x/E[0])**

**DeltaY=E[0]\*np.rint(y/E[0])**

**x=x-DeltaX**

**y=y-DeltaY**

**s = np.sqrt((x \* x) + (y \* y))**

**c = 1.0 / E[1]**

**InRoot = 1 - (E[2] + 1.0) \* c \* c \* s \* s**

**z = (c \* s \* s / (1.0 + np.sqrt(InRoot)))**

**return z**

**coef=[3.0, -3, 0]**

**L1c.ExtraData=[f, coef]**

**L1c.Res=2**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 300.0**

**P\_Ima.Name = "Image plane"**

**A = [P\_Obj, L1a, L1c, P\_Ima]**

**Config\_1 = kn.Kraken\_setup()**

**Lens = kn.system(A, Config\_1)**

**Rays = kn.raykeeper(Lens)**

**Wav = 0.45**

**for i in range(-100, 100+1):**

**pSource = [0.0, i/10., 0.0]**

**dCos = [0.0, 0.0, 1.0]**

**Lens.Trace(pSource, dCos, Wav)**

**Rays.push()**

**kn.display3d(Lens, Rays, 1)**

**kn.display2d(Lens, Rays, 0)**

|  |
| --- |
|  |
|  |

# Ejemplo - Perfect Lens

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Perfect Lens"""**

**import time**

**import matplotlib.pyplot as plt**

**import numpy as np**

**import Kraken as kn**

**start\_time = time.time()**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 50**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Thin\_Lens = 100.**

**L1a.Thickness = (100 + 50)**

**L1a.Rc = 0.0**

**L1a.Glass = "AIR"**

**L1a.Diameter = 30.0**

**L1b = kn.surf()**

**L1b.Thin\_Lens = 50.**

**L1b.Thickness = 100.**

**L1b.Rc = 0.0**

**L1b.Glass = "AIR"**

**L1b.Diameter = 30.0**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 100.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, config\_1)**

**Rayos1 = kn.raykeeper(Doblete)**

**Rayos2 = kn.raykeeper(Doblete)**

**Rayos3 = kn.raykeeper(Doblete)**

**RayosT = kn.raykeeper(Doblete)**

**tam = 10**

**rad = 10.0**

**tsis = len(A) - 1**

**for j in range(-tam, tam + 1):**

**for i in range(-tam, tam + 1):**

**x\_0 = (i / tam) \* rad**

**y\_0 = (j / tam) \* rad**

**r = np.sqrt((x\_0 \* x\_0) + (y\_0 \* y\_0))**

**if r < rad:**

**tet = 0.0**

**pSource\_0 = [x\_0, y\_0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(tet)), np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos1.push()**

**RayosT.push()**

**kn.display3d(Doblete, RayosT, 0)**

**X, Y, Z, L, M, N = Rayos1.pick(-1)**

**plt.plot(X, Y, 'x')**

**plt.xlabel('numbers')**

**plt.ylabel('values')**

**plt.title('Stop Diagram')**

**plt.axis('square')**

**plt.show()**

**print("--- %s seconds ---" % (time.time() - start\_time))**

|  |
| --- |
|  |
|  |
|  |

# Ejemplo - Ray

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Ray"""**

**import numpy as np**

**import Kraken as kn**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 0.1**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**P\_Obj2 = kn.surf()**

**P\_Obj2.Rc = 0.0**

**P\_Obj2.Thickness = 10**

**P\_Obj2.Glass = "AIR"**

**P\_Obj2.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 18.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, P\_Obj2, L1a, L1b, L1c, P\_Ima]**

**configuracion\_1 = kn.Kraken\_setup()**

**Doblete = kn.system(A, configuracion\_1)**

**Rayos = kn.raykeeper(Doblete)**

**pSource\_0 = [0, 14, 0]**

**tet = 0.1**

**dCos = [0.0, np.sin(np.deg2rad(tet)), -np.cos(np.deg2rad(tet))]**

**W = 0.4**

**Doblete.Trace(pSource\_0, dCos, W)**

**Rayos.push()**

**kn.display3d(Doblete, Rayos, 2)**

|  |
| --- |
|  |
|  |

# Ejemplo - Multicore

***#!/usr/bin/env python3***

***# -\*- coding: utf-8 -\*-***

**Examp Multicore"""**

**import multiprocessing**

**import time**

**import numpy as np**

**import Kraken as kn**

**start\_time = time.time()**

**P\_Obj = kn.surf()**

**P\_Obj.Rc = 0.0**

**P\_Obj.Thickness = 10**

**P\_Obj.Glass = "AIR"**

**P\_Obj.Diameter = 30.0**

**L1a = kn.surf()**

**L1a.Rc = 9.284706570002484E+001**

**L1a.Thickness = 6.0**

**L1a.Glass = "BK7"**

**L1a.Diameter = 30.0**

**L1a.Axicon = 0**

**L1b = kn.surf()**

**L1b.Rc = -3.071608670000159E+001**

**L1b.Thickness = 3.0**

**L1b.Glass = "F2"**

**L1b.Diameter = 30**

**L1c = kn.surf()**

**L1c.Rc = -7.819730726078505E+001**

**L1c.Thickness = 9.737604742910693E+001**

**L1c.Glass = "AIR"**

**L1c.Diameter = 30**

**P\_Ima = kn.surf()**

**P\_Ima.Rc = 0.0**

**P\_Ima.Thickness = 0.0**

**P\_Ima.Glass = "AIR"**

**P\_Ima.Diameter = 3.0**

**P\_Ima.Name = "Plano imagen"**

**A = [P\_Obj, L1a, L1b, L1c, P\_Ima]**

**config\_1 = kn.Kraken\_setup()**

**Doblete1 = kn.system(A, config\_1)**

**def trax1(xyz, lmn, w, q):**

**Rayos = kn.raykeeper(Doblete1)**

**start\_time = time.time()**

**for i in range(0, 700):**

**Doblete1.Trace(xyz, lmn, w)**

**Rayos.push()**

**A = Rayos.pick(-1)**

**Rayos.clean()**

**q.put(A[0])**

**print("--- %s seconds ---" % (time.time() - start\_time))**

**if \_\_name\_\_ == '\_\_main\_\_':**

**start\_time = time.time()**

**pSource\_0 = [1, 0, 0.0]**

**dCos = [0.0, np.sin(np.deg2rad(0)), np.cos(np.deg2rad(0))]**

**w = 0.5**

**q = multiprocessing.Queue()**

**p1 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.1, q))**

**p2 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.2, q))**

**p3 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.3, q))**

**p4 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.4, q))**

**p5 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.5, q))**

**p6 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.6, q))**

**p7 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.7, q))**

**p8 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.8, q))**

**p9 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.1, q))**

**p10 = multiprocessing.Process(target=trax1, args=(pSource\_0, dCos, w + 0.2, q))**

**p1.start()**

**p2.start()**

**p3.start()**

**p4.start()**

**p5.start()**

**p6.start()**

**p7.start()**

**p8.start()**

**p9.start()**

**p10.start()**

**p1.join()**

**p2.join()**

**p3.join()**

**p4.join()**

**p5.join()**

**p6.join()**

**p7.join()**

**p8.join()**

**p9.join()**

**p10.join()**

**print(".................................................")**

**print("Total time :")**

**print("--- %s seconds ---" % (time.time() - start\_time))**

**while q:**

**A = q.get()**

**print(len(A))**

|  |
| --- |
|  |
|  |